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Abstract

In recent years, personalized fabrication has attracted much attention due
to the greatly improved accessibility of consumer-level 3D printers. However,
consumer 3D printers still suffers from the relatively long production time
and limited output size, which are undesirable factors to large-scale rapid-
prototyping. In this paper, we present an efficient method to approximate a

given 3D shape with Zometool.

To achieve ease of assembly and economic usage of building units, the
proposed method generates the Zometool structures through a higher level of
shape abstraction. The input model is first partitioned into a collection of gen-
eralized cylinders by mesh segmentation. The boundaries of mesh segments
are converted into ring-like structures and inter-linked by finding the short-
est path between them. Additional ring structures are then added along the
representative axis of each segment to better approximate the underlying 3D
shape. We demonstrate the effectiveness of the proposed method by a variety

of 3D models along with examples of the physically fabricated objects.

Key words: Zometool structure, Non-manifold structure, Large-scale, Pro-

totyping, Modeling
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Chapter 1

Motivation

The production cost of 3D printer has been declining and it is available for everyone,
so large amount of applications and requirements for fabrication emerge. As a result, fab-
rication becomes a significant topic. However, the consumer level 3D printers have some
drawbacks: 1.the time consuming process 2. the limited output size 3.relatively high cost
and not reusable materials 4.need support structure. Large-scale fabrication is needed for
some situations. For instances, the props for stage play are usually composed of wooden
boards and lack complete 3D structure. In addition, The prototypes for art exhibition are
needed when planning in advance. The large-scale prototypes require fast construction

and just fit the coarse outline, but recent 3D printers can not realize these features.

The popular modeling system, Zometool, is potentially suitable for providing an al-
ternative solution to the scenarios mentioned above. It has several advantages: Firstly,
stability, expandability and lightness satisfying the requirements for large-scale fabrica-
tion. Secondly, its independent structure and modularity can parallelize the construction
to speed up the building process. However, even for 3D models of moderate complexity,
novice users may still have difficulty in building visually plausible results by themselves.
Therefore, the goal of this work is to develop an automatic system to assist users to realize

Zometool rapid-prototyping with a specified 3D shape.



Chapter 2

Introduction

Zometool is a tangible, mathematical modeling system not only used in various fields
of science for research and teaching, but also recreationally for personal fabrication. It
consists of 3 different edge types (or struts) each coming in 3 different lengths related by
the golden ratio. The single node type has 62 different slots (or directions) based on 2, 3,
and 5-fold symmetry axes. Although being limited in the sense of having only a small,
discrete set of available angles and edges, the Zometool system allows for a very rich set

of structures.

In this paper, we present a novel technique, which optionally accepts moderate user in-
put, to enables users automatically generate Zometool structures abstract a given 3D input
model. The proposed method first performs mesh segmentation to split the complex 3D
model into a collection of parts of lower complexity resembling generalized cylinders or
cones. The boundaries of segments are primary candidates for the structure of Zometool.
Then, we find the oriented bounding box to match the segment to extract the represen-
tative axis for each segment. The representative axis in each segment (named growing
axis) have a great influence of constructing Zometool structure, so we implement an al-
gorithm to choose the best axis. It can not only be decided by bounding box, but also by
the segment information to judge the best one. The other important factor is obtaining the
features. There are two types of features, interjacent ones is in section 5.3 and outward

ones in section 5.4.1. These two types come out with different situation about the num-



ber of segments adjacent to a segment(/V,), and outward features are the speeial cases of

the interjacent features and they will be produced only when N, = 1. Then wesfind the
4

Zometool structure with all features. We have two methods for path searching and deal

with the balance of approximate solutions and optimized solutions for speed-and error

Recently, several computational schemes have been proposed to accomplish shape ap-
proximation with Zometool [1,2]. In [2], volumetric voxelization is adopted to obtain a
rough approximation of the input model, making the method feature-insensitive in nature.
Because the resolution of the regular grid is fixed for the whole model, it is difficult to
keep the features and reduce the usage of materials at the same time. [1] uses computation
intensive optimization to fit the surface and rebuild the structure when encountering dead-
locks. The previous methods generate 2-manifold mesh approximation of the given shape
while our method aim to achieve more economic usage of building units with higher level
of shape abstraction. So our approach uses non-manifold structures, and thus can present
the features directly with less building units. We are not just fitting the surfaces. Our
approach just get the obvious features to abstract the original model, and we use the quick
method for path searching in most cases unless the start point and end point are fixed, so

we can construct the Zometool model in a short time.

There are two primary contributions in this paper: First, our approach use the non-
manifold structure to present the model for emphasizing the features, and minimize the
amount of building units at the same time. Second, economic usage of Zometool building
units give us an edge over the two papers [1,2], and accelerate the construction at the same

time.

We have a complete system with great GUI for user, and embed all benefits of this
work Third, we creating a complete system for producing Zometool structure. There are
straightforward operating steps for users, and the system find out the result automatically

with a few inputs by user.



After the result has been calculated, the system provides a convenient usernterface

| 't-
for constructing the Zometool structure using the Zometool in the real world: The GUI
accelerate the process of constructing and decrease a lot of toilsome work for,finding the

right Zometool struts.



Chapter 3

Related Work

3.1 Mesh Segmentation

Mesh segmentation is an important step for decreasing the complexity of the model by
splitting the original model to many small segments, and we prefer to get the parts which
have the boundaries cutting at the articulation to get the better results. There are a lot
of 3D mesh segmentation algorithms which have been proposed, including K-means [3],
graph cuts [4, 5], primitive fitting [6], random walks [7], core extraction [8], spectral clus-

tering [9], critical point analysis [10], shape diameter function [11].

Because we expect the results of segmentation are many general cylinders or cones
(the reason is shown in section 5.1), so we select two methods, primitive fitting [6] and
shape diameter function [11], and we tried the output of the two method and found that
the shape diameter function provides better boundary between segments. The method of
primitive fitting [6] loss some important segments, and can only select the number of seg-
ments. It can not get the appropriate result by change the parameters, and there are not
only primitive shapes on the original model but also some special shapes on the model,
but it ignore the large segment with the shape we want to avoid, so primitive fitting can

not produce the results we need.

The other work [11] calculate the shape diameter function to get the parts of model

5



with the similar diameter, so it can split the segments to cylinders or cq\;igsf* N

o

@
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cial shape can be separated to some new parts. Just like a moon-like shape, sha
function can produce at least two parts to split, but primitive fitting can nd -
‘l 5 \*'—/\\ Y 4

der on the model part, so it ignore that part and output the original part as‘output. A

result, we choose the shape diameter function as our implementation of segmentation.

Figure 3.1: 3D printer acceleration of construction by ”Cost-effective Printing of 3D
Objects with Skin-Frame Structures”.

3.2 Computational Fabrication

In recent years, computational fabrication has attracted much attention in the reseach
fields such as computer graphics and human computer interaction. Some works fabricate
functional objects like [12—14]. They can ignore problems on constructing because they
have a more important function for the result; some works reduce or change the material
to accelerate the process such as [15—18]. [15, 16] use the thin structure to construct the

base result like a wireframe and [15] can use the glue to generate the surface.

Our work also generate the structure like wireframe or skeleton to speed up and use the
material to encase the result representing the surface. [17] use the mesh joinery to realize
the speed up, but the materials of the building units are not popular and that are not avail-

able for everyone. That work prove that using other material really speed up the process

6
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Figure 3.2: 3D printer acceleration of construction by ”Approximate Pyramidal Shape
Decomposition”.

and can produce large-scale results, and [18] is like coating a interwoven material on the

result of [17].

Large-scale construction is also a problem of 3D printer. Without special treatment,
normal 3D printer can only print the results which are smaller than the size of 3D printer,

so there are some works try to solve the problem by divide the input model and assemble

the parts after printing like [19, 20].

The works using 3D printer would be restricted by the defects of 3D printer, and they
encounter the problem of constructive speed and the flexibility to extend or alter the result,
so they only produce a small result because of consuming a lot of time on fabrication.
Many works comprehend the constrain of 3d printer, so they choose other materials to
construct the result, and we also abandon the normal material and compact structure to
pursue the target of large-scale rapid fabrication, and there are large amount of works

using other materials, such as [21-23]. Constructing model using other materials has some



Figure 3.3: Large-scale construction using 3D printer by "Chopper: Partitioning Models
into 3D-Printable Parts”.

Figure 3.4: Decreasing supporting structures by Approximate Pyramidal Shape Decom-
position”.

benefits: accessible and reusable materials, rapid-constructing, and so on, so we choose
the Zometool to be the building units and output sparse results by our method, and we can
easily build up a large-scale result, because our approach fits the outward features first
and generates the supports later. We can rapidly obtain the basic model to have a roughly
prototype to construct with the real building units. If users need a refined and stable result,
we can add supports with simple operations. The user just need to provide the points they

want to connect, and our approach produce the best Zometool structures.



Figure 3.5: Construction with other material by ”crdbrd: Shape Fabrication by Sliding
Planar Slices”.

Figure 3.6: Construction with other material by ”"Making Papercraft Toys from Meshes
Using Strip-based Approximate Unfolding”.

3.3 Zometool Design and Modeling

There are two software tools for designing Zometool structures: vZome [24] and
ZomeCAD [25], and they are both powerful manual design interface. Their system support
adding struts one by one and some different ways to grow the structure by using symmetry
or creating substructures, but the users can only build up the result by themselves strut by
strut. This is just like build up a real one, and their system just show it on the computer.
Most of the users can not build up the model directly because they do not know if the
struts would be linked together after the struts grows apart, so automatic production and

optimization are necessary.

[2] use voxelize to get the initial result and process the boundary points and edges on



Figure 3.7: Construction with other material by “Recursive Interlocking Puzzles”.

voxel to optimize the result to fit the features on model. This work use local optimization
to reduce the processing time by processing small amount of nodes and struts in one oper-
ation, and our approach also use local optimization to accelerate, we only use optimization
in short distances. When we have to deal with the problem in long distances, we just use
the quick approach of direct guess(in section 5.2) to shrink the distance between target
points until the distance is appropriate for optimizing. The fatal problem of resolution is

mentioned in introduction and we solve it with non-manifold structure.

[1] uses the harmonic field to decide the order of procession, and it can restrict the
area of expanding. The harmonic field can reduce the complexity of optimization, but

they encounter more deadlocks because of it, so they need more time to refine the result.

Our approach can tolerate a few error to avoid the deadlock, and use segmentation to
split the model into many small segments to restrict the area of expanding to speed up the

process as that work.

Our approach consider the features first, and then deal with the surfaces. Surfaces

are always continuous between the feature points, so after we get the feature points, we

10



Figure 3.9: Zometool Rationalization of Freeform Surfaces.

know the surfaces in the same time. Because of finding the features first, we can get a
simple result and adjust the compactness by user to decide the amount of building units.
In addition, our structure is non-manifold, so we can present the result directly with less
building units. For example, if there is a cone or a needle on the model, we can use just
a point to represent the end of cone or needle, and we use the material to cover the result
to replace the surface on model. It makes the result looks smoother and be more like an

object, furthermore, we can decide the color of the material to make it real.

11



3.4 Stability Analysis

There are various methods dealing with the stability analysis, and. the calaalations
about friction are common adopted, including [26-35]. We select a simple. frictiohrmodel

for stability analysis to fit our Zometool structure.

12



Chapter 4

Overview

There is a flow chart at figure 4.1, and first step is mesh segmentation. User has
two parameters to control: cluster level is the number of clusters for the soft clustering
and smoothness is a factor which indicates the importance of the surface features for the
energy minimization. High smoothness results in a small number of segments, since con-
structing a segment boundary would be expensive. In other words, merging facets that are
placed under different clusters is less expensive than separating them and creating bound-
aries. We expect the results of segments are cylinder-like or corn-like, because our method
will consider the boundaries as rings or points to fit the data structure of non-manifold,
and we can obtain the result faster with this assumption. After mesh segmentation has
finished, we can get the points which are the boundary of the segment and cross between
two segments (named cross points). We order the points to a ring (named cross ring), and

the method 1s shown in section 5.1.1.

Second step is to calculate the oriented bounding box and obtain growing axis for
all segments. Growing axis is one of the three axes of the oriented bounding box and it de-
cides the main direction for growing the Zometool structure in each segment. The method
for judgement is shown in section 5.1.2. It is important for every segments to own a grow-
ing axis, because growing axis decides the main direction to find the features between the
boundaries in section 5.3 and can be used to solve the problem about the segments with

only one boundary in section 5.4.1.
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In the next step, we need to connect all cross rings and decide the order toexecution
of the segments with N,. In a segment, we also decide the execution order_witjl_i t}}'e grow:-
ing axis by projecting the center points of the cross rings to the growing axis. When:we
connect the rings, we first connect two points on two rings with the methods in section
5.2, and we also add interjacent features after the path is decided. We create some slices
on the nodes on the path with the growing axis as a normal vector, and use the method in

section 5.1.1 to create rings of interjacent features.

Up to now we have a lot of rings, but it is not stable enough, so we add the supports to
connect the weak structures. There are two steps for adding supports. First step just create
basic connection from the weakest node on the rings to other rings to ensure the structure
will not be swayed, and the second step connects all probable weak nodes. The method
to judge the weakest node on the rings and all probable weak nodes will be mentioned in

the section 5.3.3.
Finally, the system transforms the polylines to the Zometool struts, and we provide the

convenient user interface for constructing the result. User can look up the struts informa-

tions for each node to speed up the process of building up the result.
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Oriented
Bounding Box

Zometool structure
creation

Force analysis

Structure refinement

Result construction

Figure 4.1: System overview. Given an input model (a), which is segmented into a
collection of sub-parts (b). We compute the oriented bounding box the principal axis of
each segment (c¢) and generate Zometool structures accordingly (d). The system optionally
accepts moderate user input to add supporting structures (e). The system visualizes the
synthesis result to guide user to build the physical object (f).
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Chapter 5

Z.ometool Construction

Figure 5.1: The left one is input model , middle one is the result of segmentation, and the
right one is the result of oriented bounding box.

5.1 Preprocessing

After the model has loaded, the next step is model segmentation. Users can set cluster
level and smoothness parameter to get the segmenting result they want, however, the de-
fault value can cover in most instances. System will give a appropriate segmenting result

unless the user needs a special output just like excessive number of segments.
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We expect the segmentation results would be general cylinders or cones, and:we adopt
the shape diameter function [11] to segment the input model, because we will glice the
model for getting the rings to compose the features, and general cylinders and cones.ean
easily predict the middle slice and the end. It can decrease the complexity and speed up
the process, so it is suitable for rapid fabrication and figure 5.1 shows the input and outputs

in this stage.

-e -e, -
./. . . , /. 1 .
o ® C) ® o ®
) L ® — o ®
0\‘ ® o o o ®
® o o
@) (b) ©)
) & /,.' — & .
. . . 6 2 \\
—_ o lb —_ 0 00 — I\\s b
¢ 0 L/
4 7
e o0 *—o

Figure 5.2: Ring generation. (a) All points. (b) Delete the points with the distance less
than the length of the shortest strut. (c) Mark next point. (d) Repeat step(b)(c). (e) Get
ring.

5.1.1 Ring Generation

Now we have groups of cross points, and we need orders for the points to create the

Zometool structure, so we make the cross rings.

First we delete some points to keep the least distance between any two points. The

distance is set the length of the shortest Zometool strut. Then we pick one of them to be
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points would be threaded to a cross ring.

Figure 5.3: Example of the special axis selection. In the segment, the longest axis of
bounding box(as green arrow) may not be the best axis, and the axis draw (red arrow) in
the Figure is the most appropriate. Yellow curve is the cross ring, and its normal vector is
red arrow. Because the NV, = 1, we just use the normal vector to be the growing axis ,and
not the longest OBB axis(green arrow).

5.1.2 Axis Decision

The segmentation and cross ring generation are complete, and then we calculate the
oriented bounding box(OBB) for each segments. Because the process of finding OBB is
fast and we just need a approximate solution, so we just use brute-force method to scan
all directions with the alternation of 5 degree to get the OBB. There are three axis for each
bounding box, but the system needs a main axis to make sure that the system can get the
most feature points from the original model for constructing Zometool structure, because
if the growing axis has the closest direction to the normal vectors of faces which are made

from cross rings, the result of slicing the model would be well-distributed.
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In most cases, the longest axis would be the best axis to choose, E)"'utl 0
longest one is not appropriate as shown in the Figure 5.3. We assun%f
vector of it. when N,=1, there is only a normal vector of cross ring, we compare the three
axis of the OBB, and use the closest axis. when N,>1, We have to separately count the
number of fitting as N,=1, and if there is only a counter of axis more than two, it means
all normal vectors direct the same, so we select that axis; and if there are more than two
counters has the number more than two or all counters have the number less than two,
it means that the growing axis can not be decide by normal vectors and we just use the
longest axis to be the growing axis. Let P be the points on the cross ring, p be the centroid

of P. The normal vector n of the approximate plane of P is obtained by the following

equation:

HZZ{Pi—f)XPiH—I_)} .1)

ae Upi—=p|  [Pis1 — Pl
We then calculate the angle between n and the three axes of oriented bounding box. The

axis with the minimum value is chosen as the representative axis.

Outward features

Interjacent features

Figure 5.4: Additional features on the model. The yellow rings are interjacent features
and the green point is outward feature. Interjacent features add a ring of struts to fit, and
outward features may add a ring or a point according to the end.
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5.2 Zometool Path Search é{ E

We have a lot of feature points on the model, but it is impossible thatth ﬁ)ﬁﬁ car;:_

P

be connected directly by Zometool structure, so the system should find outt}lleresllltto
connect any two nodes. The following paragraphs show the methods to connect boints
using Zometool struts. Both approaches use the vector (V/,,) from start point to end point

to find the closest direction on the node as the initial guess, and it correspond to a direction

>
AL
A

Figure 5.5: All close directions. The center hole is the core direction, and columns from
left to right represent the blue, red, and yellow strut as the core direction. The upper row
represent layer 1, and the row below is layer 2. Every step of path searching only get a new
direction of strut, in other words, we choose only one strut from all possible directions no
matter in layer 1 or layer 2.

(D,,) on node, named core direction.

There are two methods to find the path, the quick approach focuses on the speed and
will have more error to the target, so we use this method when the end node is not decided
and it has some tolerance to fit the end. The optimized approach is for the situation that
the start point and the end point are determined. The optimized approach need more time
to find the answer, but it can guarantee that the answer can be found. We prefer to use the

quick approach first, and use the optimized approach only when it must be used, so we
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can create the path rapidly and get the right path at the same time, and itworks wells

";,"-.,_
m

Figure 5.6: Demonstration of path connection. (a) Calculate the vector between end point
and start point (V,,,), (b) Use V,, to find the closest direction on node (D,, as red arrows)
and get the near directions of the D,,, (blue arrows). Each direction has three sizes of
struts. (c) Add the best vector to path and loop the step(b). , (d) Get the whole path. The
detailed approach is in section 5.2.

5.2.1 Quick approach

Test all directions near the D,,, and all size of the struts. In figure 5.5 shows the close
directions for any direction, and quick approach use both one and two layer directions to
find the best place to be close to the end point. Let P, be the start point, P, be the end
point, D be all directions in two layers according to D,,, L(d, s) be the three lengths of
the struts with direction (d) and strut size (s), s is from 0 to 2 corresponding to three size

of struts. The best direction and size of strut are decided by the equation below:
i Pe - Ps d L d7 52
e Fe— (Pt dx Lid,5))]| (5.2)

Although we brute-force all the possibilities to find the answer, but this approach only
run all circumstances once to get the closest position. The above equation is just one step

to approach the end point. This method will loop until the path is close enough within the
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threshold, and the following equation shows the stopping inequality:

where V' refers to the vectors in the path, and T is the threshold. This approach may

-
-
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generate more error because it only get the local minimum, but it is enough for the situa-

tion which is not care about completely matching to the end point.

5.2.2 Optimized approach

Use A-star algorithm to optimize the result, and the energy is the summation of the
path walk though and the distance from the node on the end of path to the end point.
We only use one layer close directions to decrease the amount of calculation, because
most of the directions on layer two increase the energy rapidly. The termination criteria is
judging that if the distance from the node on the end of path to the end point is less than
the threshold(default 1mm) we set. The following equation shows the energy (£) of the

A-star:

Pe—(Ps—i'ZUi) .

%

(5.4)

E:Z||UiH+‘

%

E decides the order to add next path, and the smaller E will be ordered in the front, and
the stopping inequality is the same as quick approach but threshold is very close to zero.
Quick approach and optimized approach both can create the Zometool struts between two
points, but these two method are quite apart in time consuming, so we mix them to balance
the time and error. When the distance between start point and end point is more than the
longest struct, we use the quick approach first and run optimized approach on the last part,

so we can get a good enough result in a short time.
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5.3 Structure Construction & ;f\

y

on:

with N, = 2, the vacancy between cross rings might exist some feature

2 20 . 4

Ly o TGS i
model, we call it interjacent features, and the special cases as N, = 1 and N, > 2'will be
explained in section 5.4. The following three functions construct the structure and fit the
interjacent features: path connection, slice ring generation, and support addition, and

the detailed descriptions are in the following subsections.

5.3.1 Path Connection

This function connect two points and calculate the path of the Zometool from start
point to end point as figure 5.6, and there are two approaches to find the path. The imple-
mentation of quick approach and optimized approach are in the section 5.2. After using
the approaches above, We obtain intermediate nodes between start point and end point.

Then we use the slice ring generation to fit the surface.

Figure 5.7: Demonstration of Slicing Ring Generation. Yellow curve means the cross
ring, and the growing axis is the red arrow. There is a path as green arrows, and we will
slice the model to get the interjacent features just like the orange curve.

23



5.3.2 Slicing Ring Generation V¢ :

The figure 5.7 demonstrate it. For fitting the surface, we slice the med’e
T ‘7’

the path which are produced before. We can get the sample points on the seg‘iﬁe‘n’c and
then use the ring generation in section 5.1.1 to string the sample points to a ring. The
rings we obtain with this method are interjacent features, and can fit the original model

better.

Figure 5.8: Demonstration of adding support. We have the path and ring as figure 5.7.
Yellow point is the node on the path and the ring, purple arrow is finding the farthest on
the same ring, and we get the pink node, so we create a path from the pink node to the
closest node on other ring or any node on the structure as brown path.

5.3.3 Support Addition

The rings created by previous subsections only connect like a string, but they are not
stable because the rings are only connected with one Zometool path. There are two steps to
create the supports, the first one only process the weakest nodes on a ring, and the second
one analyze the whole structure to find the probable weak nodes to link. We will introduce

the two methods Sequentially in the following.
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Figure 5.9: Difference between adding support or not show with Zometool structure. In
the left one, the two rings in the middle only connect with a strut, so it is not stable. After
we add the support automatically, the structure is stronger than before in right one.

First, as we know, one node on the ring is connected, so we get the farthest node rel-

ative to that linked node to find a supporting path to link to the whole Zometool structure

by searching the closest node on it. Show in figure 5.8 and figure 5.9.

Second, We have the basic fix structure but it is not strong enough, so we analyze all
nodes to find the weaker node with all nodes adjacent to that have only two struts link out.
This method can find the potential weak nodes which are located on a long string, and we

can link these nodes to others to make it stable than before.

5.4 Special Cases

5.4.1 Outward Features

Outward feature is a special case of a segment, so we have to change the situation to
the normal form. Outward feature is needed when the segment has N, = 1 and we can
produce the outward feature at the end away from the cross ring. Figure 5.4 shows an

example. The shape of the segment might be a cylinder or a cone, but our approach can

25



:.‘._\' et} . N

deal with these two situation in the same way, because of the non-manifgl'\dﬁtm\\wgﬁ__.

first use the growing axis to find the farthest point from the cross ring, and use sti¢e ring . =
: - i\ g '-3

generation in section 5.3.2 to get the ring (or a point when the sample po:;ﬁt ) &

2 =
at the end. Then use the path connection in section 5.3.1 to connect the end ting and cross

ring.

5.4.2 Multi-Branch Segments

The segments of trunk always have N, > 2 as figure 5.10, so we need a method to
find the order to link the cross rings. We first calculate the center point of the cross rings,

and use it to decide the precedence with growing axis. Then, we can link the cross rings

with path one by one, and this situation is the same as N, = 2.

el (SrOWING AXIS

Figure 5.10: Example of multi-branch segments. In the beginning, we have yellow rings
as cross rings, and we use growing axis to decide the precedence. Then link the cross rings
with path from left to right on the figure as green paths.

5.5 Gravity Analysis

We calculate the weight and normal force from top to the bottom, and the normal force
will pass the weight in the process, so usually the nodes below bear more weight and nor-

mal force, but sometimes will distribute to more nodes to bear, as a result, each node bear
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part of the weight from the upper node.

Up
Horizontal

Down

Figure 5.11: Three types of the directions about force. Up directions receive the weight
passed from upper structure; Horizontal directions share the weight to horizontal nodes;
Down directions pass the weight to the nodes below.

5.5.1 Method Implement

We first define three types of directions: up, horizontal, and down directions as figure
5.11. First, initialize the weight on each node as weight of node. Then we process the
nodes by the order of height from high to low. For each node, we add the weight on upper

node and struts to the processing node with following equation:

W, d
pper node
Wprocessing(new) = Wprocessing(old) + Z ( + Wstrut)

all upper struts Ndown struts of wupper node
(5.5)

W means weight and N means amount number. Besides the equation, we find all
nodes connect with horizontal struts and share the weight before the height of processing
node changes. The method to share the weight is split the weight into (Nporizontar struts +

1) parts and pass the weights to horizontal nodes.
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With this method and we set a threshold, we can find the weak point$,’?%m& weshow

the weak point on the model. we can create paths on the weak nodes by li

nodes or can just show the weak nodes and let user to select the nodes to lii_}_l_(,

get a stronger structure.
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Figure 5.12: Zometool result with gravity analysis. Gray points are weak nodes whose
weight on node are over the threshold.
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Figure 5.13: Zometool refined result with gravity analysis. We connect the paths of one

of the weak nodes and analysis again, and the weak point shift to the lower point. It means
the weight pass to other nodes successfully.
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Chapter 6

Results and Discussion

In this section, we demonstrate the results of our system on a number of examples.
Our system automatically generate the base result, and we provide the function for user to
refine the output. The base result guarantee the connectivity and the basic stability. If the
users need a stabler result, they just need to find out pairs of points they want to connect,

and the system will automatically create the path for Zometool structure.

We choose the Computational Geometry Algorithms Library (CGAL) to deal with the
segmentation. The package of triangulated surface mesh segmentation in CGAL provides

an implementation of the algorithm relying on the shape diameter function [11].

The data of the Zometool struts and nodes are set by the real size, and there are some

important parameters:

1. Minimum diameter of a ring is set to be the shortest strut plus the diameter of node,
because if the diameter of a ring is smaller than the smallest strut, it does not exist the

structure to construct a ring, and it judges the whether the ring should be shrink to a point.

2. Minimum size of connect two points is the same as the minimum diameter of a ring
because the shortest strut is the same, and it is the condition to know if two points has a

strut to connect.
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3. Maximum size of connect two points is set to be the longest strut plus the-diameter
of node, and it is ised to judge to be the boundary to use the quick approach jor d’ptimize

approach.

4. Optimized threshold is set to be 0.3cm for the Zometool has a few flexibility to

tolerate this error in our non-manifold structure.

6.1 Performance

The descriptions in result figures show the model information used in this paper and
the performance measured on a desktop PC equipped with an Intel 17 3770 3.40GHz CPU
and 20GB RAM. The optimization time is proportional to the number of vertices,and it

usually takes only seconds to obtain the result.

6.2 Limitation and future work

The proposed still has several limitations. First, it sometimes cannot find the most
appropriate growing axis when local mesh vertices are isotropically distributed and the

orientation check is ambiguous. In this case, we simply select the longest axis of the OBB.

Second, our approach mainly deal with the connectivity and feature maintenance, and
we provide semi-automatic structural supports to enhance the stability. It can be a future
work to consider the structure stability, and generate results of different fineness to give

users to select the sparse or complex result they needs.

6.3 Results

The followings figure 6.1 to figure 6.5 are the results of the work. There are four

pictures that each picture individually means the original models, segmentation result,
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base results, and the refined results by user.

After we construct the Zometool model in real world, we will use paper to produce the
surface of the result, and use material to design the pattern of the model just lil;é figure
6.9. In this case, we use A4 paper to coat the Zometool and use pure colour-materials If

the result need multiple colors, different color patches of materials are usable.

model triceratops bird dolphin octopus
# of Vertex 2832 3478 5216 5944
# of Edges 8490 10428 15642 17832
# of Faces 5660 6952 14238 11888
Segmenting Time 2.468s 2.338s 3.171s 4.044s
Processing Time 5.84s 0.22s 0.342s 0.514s
Add Support Time 5.016s 0.044s 1.52s 4.371s
Force Analysis Time 0.057s 0.038s 0.053s 0.047s
node 610 121 223 171
strut 679 270 420 557
size(cm) 100x43x30 | 68x12x101 | 97x30x32 | 99x73x30

Table 6.1: Model data and processing results (part 1).

model teddy ant vase table

# of Vertex 13826 8299 9299 6626
# of Edges 41472 24891 27891 19872
# of Faces 27648 16594 18594 13248
Segmenting Time 9.16s 5.367s 10.577s 4.379s
Processing Time 0.423s 0.388s 0.41s 4.502s
Add Support Time 0.924s 0.307s 10.017s 4.553s
Force Analysis Time | 0.077s 0.001s 0.077s 0.001s

node 831 268 601 430

strut 1385 352 675 538

size(cm) 80x96x38 | 63x97x54 | 44x93x45 | 50x50x18

Table 6.2: Model data and processing results (part 2). Results are measured on a desktop
PC equipped with an Intel i7 3770 3.40GHz CPU. Processing time of ”Zometool Ratio-
nalization of Freeform Surfaces” : Model with 5820 faces needs 130 minutes to calculate.
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Figure 6.1: Zometool structure of triceratops. # of Vertex = 2832. # of Edges = 8490.
Segmenting Time = 2.515s. Processing Time = 0.867s. Base # of nodes = 187. Base # of
struts = 213. Refine # of nodes = 610. Refine # of struts = 679.
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Figure 6.2: Zometool structure of bird. # of Vertex = 3478. # of Edges = 10428. Seg-
menting Time = 2.341s. Processing Time = 0.31s. Base # of nodes = 93. Base # of struts
= 116. Refine # of nodes = 121. Refine # of struts = 270.
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Figure 6.3: Zometool structure of dolphin. # of Vertex = 5216. # of Edges = 15642.
Segmenting Time = 3.524s. Processing Time = 0.342s. Base # of nodes = 137. Base # of
struts = 154. Refine # of nodes = 223. Refine # of struts = 420.
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Figure 6.4: Zometool structure of octopus. # of Vertex = 5944. # of Edges = 17832.
Segmenting Time = 4.165s. Processing Time = 0.524s. Base # of nodes = 144. Base # of
struts = 164. Refine # of nodes = 171. Refine # of struts = 557.
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Figure 6.5: Zometool structure of triceratops. # of Vertex = 13826. # of Edges = 41472.
Segmenting Time = 9.487s. Processing Time = 1.729s. Base # of nodes = 394. Base # of
struts = 434. Refine # of nodes = 831. Refine # of struts = 1385.
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Figure 6.6: Zometool structure of ant. # of Vertex = 8299. # of Edges =24891. Segment-
ing Time = 5.367s. Processing Time = 0.388s. Base # of nodes = 219. Base # of struts =
262. Refine # of nodes = 268. Refine # of struts = 352.
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Figure 6.7: Results of vase. Left one is the base result, middle one is the refine result,
and the right one is the real model constructed with Zometool.

Figure 6.8: Result of triceratops.
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Figure 6.9: Results of table. In this case, we also use the paper and material to fit the
surface, and the figures shows the constructing steps.
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Chapter 7

Implementation of System

7.1 System environment

All functions are implemented as a plugin attaching on the Openflipper. Openflip-
per is a stable platform to develop the functions. Although it provide a little functions
for mesh processing, it render the results well and has a great Graphical user interface for

developer to add plugin and for user to use.

For segmentation, we choose the Computational Geometry Algorithms Library(CGAL)
which implements the shape diameter function(SDF) as the default method of segmenta-

tion.

7.2 GUI design

The system shows the result with four split windows as Figure 7.1. Different views

collocate with the log window and the Figure 7.2 to speed up the Zometool construction.

The system transforms the polylines to the Zometool struts, and we provide the con-
venient user interface for constructing the result. User can look up the struts informations

for each node to speed up the process of building up the result.
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[ SegmentationPlugin - V39, E0(L,2) E1(48,1) £2(4,2)
| SegmentationPlugin : V38, E0(1,2) E1(48,1) E2(4,2)
| SegmentationPlugin - V39, EO(1,2) E1(48,1) £24.2)

Figure 7.1:  Split windows for result construction. The biggest one shows the whole
model, and three right windows show the selected point with different view direction.
They are front view, back view, view with the same direction as left window from top to
bottom. Besides, there is a log window at bottom to show logs about the vertex informa-
tion(the edge indices to use) when user click the vertex.

Figure 7.2: Aid for Zometool construction. It shows indices of all directions on the node.
The left node is the front view for the up right window, and the right node is the back view
for the middle right window.
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Figure 7.3: Screenshot of practical graphical user interface without log window.
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Figure 7.4: Screenshot of practical graphical user interface with log window and black

background.

42



..'“’b

Chapter 8

Experiment

For supporting the physical analysis system, we measure some physical parameters.

We measure the bending moment, shear force, and friction.

Bending moment is about the tolerance of bending, and the measuring method is show

in figure 8.1. There are two methods to judge the safety as figure 8.4 and figure 8.5.

Shear force represents the force which tenons can bear, so we try to add force on the
strut near the node and perpendicular to the direction of strut. Figure 8.2 shows it and

figure 8.5 is the stopping condition.

Friction is the resistance force to stabilize the tenons and mortises, and the measuring

method is show in figure 8.3.

Yellow/Triangle | Blue/Rectangle | Red/Pentagon

bending moment 9.4kg + cm 18.3kg + cm 13.9kg + cm
shear force Tkg 9kg 9kg
friction lkg 1.5kg 2kg

Table 8.1: All data of measurement results
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Figure 8.1: The method to measure bending moment. We tie the dumbbell to the middle
of the strut, and ensure that the strut would not contact the chair.
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Figure 8.2: The method to measure shear force. We tie the dumbbell to the strut near the
node, and stop until the situation as figure 8.4 or as figure 8.5.

45



<f il "Eoéfl{us&

.;;'{"\i "* i
£

Figure 8.3: The method to measure friction. We tie the dumbbell to the node and hold
the other side of the strut. We keep increasing the weight until the node dropping.

Figure 8.4: The extreme situation for three types of struts. The color of the middle part
of struts become lighter, and we stop adding force when it happens. Weight of dumbbell
for yellow strut is 3 kilogram; Weight of dumbbell for blue strut is 5 kilogram; Weight of
dumbbell for red strut is 4 kilogram.
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Figure 8.5: The tenons after undergoing the extreme situation, and it can be the judgement
standards for the structural safety. If the color of tenons are lighter, it is the warning for
safety.

47



= '“'b

Chapter 9

Conclusion

We have presented an system for large-scale rapid-prototyping that enables users to
semi-automatically generate a Zometool structure with a 3D model input. The main prop-
erty of the approach is non-manifold based structure to rapidly fit the features and de-
crease the amount of building units in the same time. In contrast to the previous works
about Zometool, we can use less building units to construct the model in the same size,
because of our sparse structure, so we can also build up the result faster. And we provide
a convenient GUI for user to speed up the process of construct the result. The proposed
technique can be use as the large prototype in exhibition, the the props for stage play, and

all situations which need the prototype constructed rapidly.

3D Printer | TVCG | GMOD | Ours
Unlimited output size X O O O
Reusable X 0) (0] 0]
Save constructing time X o o O
(2d) (3h) (3h) | (1h)
Save materials X A AN O
Save processing time - o 0 0
(2h) (2m) | (15s)
Must have solution - X (@) (@)
Feature preserving in low resolution - A X O
Can output different size - A A O

Table 9.1: Table about difference between our system, 3D printer and previous works.
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